**Assignment 2**

1. **Problem Statement**
   1. Develop a program to implement Ricart Agrawala algorithm.
2. **Source Code**
   1. *>> Main.java*

// Here we implement Ricart–Agrawala Algorithm in Mutual Exclusion in Distributed System

// with Lamport's logical clock model using Thread

// Here Threads are shown as different system which are distributed and can request for critical state

//without any external interference.

// Input File Format

/\* node1,node2,node3,node4 \*/

//or

/\* node1,node2

node3,node4

\*/

import java.awt.\*;

import java.io.File;

import java.io.FileNotFoundException;

import java.util.ArrayList;

import java.util.List;

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

List<String> nodeNames = new ArrayList<>(); // List to store node names from file

int id = 1; // ID of the first node

String filename = openFileDialog(); // Get file name from gui component

if (filename == null) {

System.out.println("No file selected.");

return;

}

try {

Scanner scanner = new Scanner(new File(filename));

while (scanner.hasNextLine()) {

String line = scanner.nextLine();

String[] tokens = line.split(","); // Split line by commas

nodeNames.addAll(List.of(tokens)); // Store node name

}

} catch (FileNotFoundException e) {

System.out.println("Error: File not found - nodes.txt");

// Handle the exception if the file is not found

}

Message messageSystem = new Message(nodeNames); // Message system which handel the message passing

List<Node> nodes = new ArrayList<>(); // Store node as a Node component

for (String nodeName : nodeNames) {

nodes.add(new Node(String.valueOf(id), nodeName, messageSystem, nodes));

id++;

}

for (Node node : nodes) {

new Thread(node).start(); // start each node

}

}

private static String openFileDialog() {

FileDialog fd = new FileDialog((Frame) null, "Open", FileDialog.LOAD);

fd.setVisible(true);

String filename = fd.getFile();

// Validate file extension

if (filename != null) {

return fd.getDirectory() + filename;

}

return null;

}

}

* 1. *>> Node.java*

import java.util.List;

import java.util.Random;

import java.util.Set;

import java.util.concurrent.CopyOnWriteArraySet;

public class Node implements Runnable {

// Objects from another class

private final Message messageSystem;

private final Random random = new Random();

private Status status = Status.None;

private MessageType messageType;

// Used Variables

private String id; //Store ID of a node

private String name; // Store name of a node

private String sMessage; // Message to be sent

private int logicalClock = 0; // logical clock

private int clockAfterCriticalState = 0; // Clock after critical state

private int clockInCriticalState = 0; // clock in critical state

private boolean isRequested = false; // If a node requested for critical state or not

private int requestLogicalClock; // Timestamp while requesting for critical state

//Used Structures

private List<Node> nodes; // Information of all the node in the system

private Set<String> AcceptedCriticalState = new CopyOnWriteArraySet<>(); // To track who accepted our critical state request

private Set<String> DeferredWhileCriticalState = new CopyOnWriteArraySet<>(); // To track requests while in critical state

public Node(String id, String name, Message messageSystem, List<Node> nodes) {

this.id = id;

this.name = name;

this.messageSystem = messageSystem;

this.nodes = nodes;

}

@Override

public void run() {

while (!Thread.currentThread().isInterrupted()) {

//After Node exited critical state and can request again for critical state

if (clockAfterCriticalState == 0) {

if (status != Status.Requesting) {

status = Status.None;

}

}

setStatus(); // To set the status of node

checkClock(); // To check the different clocks

sendRequestMessage(); // Sending request critical state to everyone

String receivedMessage = messageSystem.getMessage(name); // Receive message from other nodes

if (receivedMessage == null) {

System.out.println("Received Message [ " + status + " ] :: Name: " + name + " Received Message: No message to receive");

// If no message is received but some already requested for critical state earlier

if (status == Status.AfterCriticalState) {

if (!DeferredWhileCriticalState.isEmpty()) {

System.out.println(name + " exiting critical state.");

sendGO\_AHEADMessage(); // Send those nodes GO\_AHEAD

DeferredWhileCriticalState.clear(); // Clear the deferred List while is populated while in critical state

}

}

} else { // If some message is received

logicalClock++; // Increments logical clock

String receivedMessageParts[] = receivedMessage.split(":");

System.out.println("Received Message[ " + status + " ]:: Name: " + name + " Received Message: " + receivedMessage +

" Received from : " + receivedMessageParts[0]);

System.out.println();

if (receivedMessageParts[2].equalsIgnoreCase("GO\_AHEAD")) {

// If received message is GO\_AHEAD them that node is permitting this node to go in critical state

AcceptedCriticalState.add(receivedMessageParts[0]);

}

if (AcceptedCriticalState.size() == nodes.size() - 1) {

//If all other nodes are agree for critical state

System.out.println(name + " is in Critical State");

status = Status.InCriticalState; // Changing state to critical state

clockInCriticalState = random.nextInt((5 - 1) + 1) + 1; // Stay in critical state for 1 tick to 5 tick

clockAfterCriticalState = clockInCriticalState + 4; // can't request to be in critical state for next 10 more ticks

AcceptedCriticalState.clear(); // Remove everyone who accepted request

}

// Behavior of a node according to it's status

if (status == Status.None || status == Status.AfterCriticalState) {

messageType = MessageType.GO\_AHEAD;

}

if (status == Status.Requesting) {

if (Integer.parseInt(receivedMessageParts[3]) < requestLogicalClock) {

messageType = MessageType.GO\_AHEAD;

} else if (Integer.parseInt(receivedMessageParts[3]) == requestLogicalClock) {

if (Integer.parseInt(receivedMessageParts[1]) < Integer.parseInt(id)) {

messageType = MessageType.GO\_AHEAD;

} else {

DeferredWhileCriticalState.add(receivedMessageParts[0]);

messageType = null;

}

} else {

logicalClock = Math.max(logicalClock, Integer.parseInt(receivedMessageParts[3])) + 1;

DeferredWhileCriticalState.add(receivedMessageParts[0]);

messageType = null;

}

}

if (status == Status.InCriticalState) {

DeferredWhileCriticalState.add(receivedMessageParts[0]);

} else {

if (status == Status.AfterCriticalState) {

if (!DeferredWhileCriticalState.isEmpty()) {

System.out.println(name + " exiting critical state.");

sendGO\_AHEADMessage();

DeferredWhileCriticalState.clear();

}

} else if (messageType != null) {

sendResponseMessage(receivedMessageParts[0]);

}

}

}

try {

Thread.sleep(1000); // Sleep for 1 second

} catch (InterruptedException e) {

Thread.currentThread().interrupt();

}

}

}

private void setStatus() {

int number = random.nextInt(22); // Generate a random number between 0 and 20

if (number >= 13 && number < 21) {

// A node has 38.10% chance to change its status to Requesting

this.status = Status.Requesting;

}

}

private void checkClock() {

if (clockAfterCriticalState != 0) {

clockAfterCriticalState--;

}

if (clockInCriticalState != 0) {

//If still in critical state

status = Status.InCriticalState;

clockInCriticalState--;

}

if (clockInCriticalState == 0 && clockAfterCriticalState != 0) {

//If just came out from critical state but still cannot request

status = Status.AfterCriticalState;

isRequested = false;

}

}

private void sendResponseMessage(String recipientNodeName) {

//Send any response message to specific recipient

sMessage = name + ":" + id + ":" + messageType + ":" + logicalClock;

messageSystem.setMessage(sMessage, recipientNodeName);

System.out.println("Send Message :: Name: " + name + " id: " + id + " status: " + status + " message sent: "

+ sMessage + " to: " + recipientNodeName + " at: " + logicalClock);

logicalClock++;

}

private void sendRequestMessage() {

// To send request message for critical state

if (status == Status.Requesting && !isRequested) {

for (Node sendNode : nodes) {

if (!sendNode.name.equalsIgnoreCase(name)) {

String rMessage = name + ":" + id + ":" + MessageType.REQUEST + ":" + logicalClock;

messageSystem.setMessage(rMessage, sendNode.name);

System.out.println("Request Message :: Name: " + name + " id: " + id + " status: " + status + " message sent: "

+ rMessage + " to: " + sendNode.name + " at: " + logicalClock);

}

}

requestLogicalClock = logicalClock; // Storing the actual timestamp of requesting

isRequested = true;

}

}

private void sendGO\_AHEADMessage() {

// To send agree to all the node who requested while this node is in critical state

for (String sendNode : DeferredWhileCriticalState) {

String rMessage = name + ":" + id + ":" + MessageType.GO\_AHEAD + ":" + logicalClock;

System.out.println("Send Message :: Name: " + name + " id: " + id + " status: " + status + " message sent: "

+ rMessage + " to: " + sendNode + " at: " + logicalClock);

messageSystem.setMessage(rMessage, sendNode);

logicalClock++;

}

}

}

* 1. *>> MessageType.java*

public enum MessageType {

GO\_AHEAD,

REQUEST

}

* 1. *>> Status.java*

public enum Status {

InCriticalState, // While in critical state

AfterCriticalState, // just after critical state but cannot request right away

None, // Default

Requesting // Requesting for critical state

}

* 1. *>> Message.java*

import java.util.List;  
import java.util.concurrent.BlockingQueue;  
import java.util.concurrent.ConcurrentHashMap;  
import java.util.concurrent.LinkedBlockingQueue;  
  
public class Message {  
 private ConcurrentHashMap<String, BlockingQueue<String>> messageQueues = new ConcurrentHashMap<>();  
 // Store message for specific recipient  
  
  
  
 public Message(List<String> nodeNames) {  
 for (String nodeName : nodeNames) {  
 messageQueues.put(nodeName, new LinkedBlockingQueue<>());  
 }  
 }  
  
 public void setMessage(String message, String recipientName) {  
 // To set messages in hashmap  
 BlockingQueue<String> recipientQueue = messageQueues.get(recipientName);  
 if (recipientQueue != null) {  
 try {  
 recipientQueue.put(message);  
 } catch (InterruptedException e) {  
 Thread.*currentThread*().interrupt();  
 }  
 }  
 }  
  
 public String getMessage(String name) {  
 // When a recipient want to get intended message  
 BlockingQueue<String> queue = messageQueues.get(name);  
 if (queue != null) {  
 try {  
 return queue.poll();  
 } catch (Exception e) {  
 Thread.*currentThread*().interrupt();  
 }  
 }  
 return null;  
 }  
}

1. **Pre-requisites & Assumptions**
   1. **Concurrency Handling:**

The code uses Java’s concurrency utilities like ConcurrentHashMap, BlockingQueue, and CopyOnWriteArraySet to handle concurrent operations and ensure thread safety.

* 1. **Message Handling:**

The Message class handles message passing between nodes using a concurrent map of blocking queues.

* 1. **Node Behavior:**

Each Node simulates behavior in a distributed system, including requesting, entering, and exiting critical states using the Ricart–Agrawala algorithm.

* 1. **Randomized Status Changes:**

The Node class randomly changes its status to simulate requests for entering the critical section. Each node 38.10% chance for requesting state.

* 1. **File Structure**

Ensure you have a text file containing the node names separated by commas. The file should look like this:

node1, node2, node3, node4

*The file can contain multiple lines if you have many nodes:*

node1, node2

node3, node4

1. **Output**
2. ![](data:image/png;base64,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)**Input file 1:**
3. **Output PDF 1:**

[**..\Output\output1.pdf**](../Output/output1.pdf)
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1. **Output PDF 3:**

[**..\Output\output3.pdf**](../Output/output3.pdf)

1. **Remarks**
   1. **Concurrency and Synchronization**

The implementation makes use of Java’s concurrency utilities such as ConcurrentHashMap, BlockingQueue, and CopyOnWriteArraySet to manage concurrent access to shared resources. This ensures thread safety and helps in achieving mutual exclusion without deadlocks or race conditions.

* 1. **Message Passing**

The Message class efficiently handles message passing between nodes by maintaining a map of blocking queues. Each node has its own queue for receiving messages, facilitating non-blocking communication and enabling asynchronous operations.

* 1. **Node Behavior and State Management**

Each Node instance runs in its own thread and follows a lifecycle of states (None, Requesting, InCriticalState, AfterCriticalState). The state transitions are governed by the Ricart–Agrawala algorithm, which ensures mutual exclusion by exchanging request and go-ahead messages.

* 1. **Logical Clock Management**

The implementation uses Lamport’s logical clock to manage the ordering of events across the distributed system. The logical clock is incremented based on internal and received events, helping in maintaining a consistent view of the system’s state.

* 1. **Randomized Status Changes**

The node status changes are driven by a random number generator, simulating real-world scenarios where requests for critical sections occur unpredictably. This randomness adds robustness to the simulation by testing the algorithm under varying conditions.

* 1. **Deferred Requests Handling**

Nodes maintain a list of deferred requests, ensuring that any requests received while in the critical state are appropriately handled once the critical state is exited. This prevents starvation and ensures that all nodes eventually gain access to the critical section.

* 1. **File-Based Node Initialization**

The nodes are initialized based on a configuration file, allowing flexibility in defining different network topologies and node setups. The file dialog interface

provides a user-friendly way to select the configuration file.

* 1. **Exception Handling and Robustness**

The code includes appropriate exception handling mechanisms, such as dealing with interrupted exceptions in blocking operations and file not found exceptions during node initialization. This enhances the robustness and stability of the system.

* 1. **Simulation and Debugging**

The use of extensive print statements for logging the internal states and message exchanges between nodes helps in debugging and understanding the flow of the algorithm. These logs provide insights into how nodes interact and transition between states.

* 1. **Scalability and Extensibility**

The design of the system is modular and can be easily scaled by adding more nodes or modifying the existing ones. The use of Java’s concurrent collections and thread management makes it adaptable to larger and more complex distributed systems.